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Most multi robot navigation planning methods make
assumptions about the kind of navigation problems they
are to solve and the capabilities of the robots they are
to control. Because these assumptions are implicit
and not well understood, selecting the right planning
method for a given application domain is an art.

In this paper, we propose to select problem-adequate
navigation planning methods based on empirical inves-
tigations, that is the robots should learn by experimen-
tation to use the best planning methods. To support
this development strategy we provide software tools that
enable the robots to automatically learn predictive mod-
els for the performance of different navigation plan-
ning methods in a given application domain. We show,
in the context of robot soccer, that a hybrid planning

method that selects planning methods based on a learned

predictive model outperforms the individual planning
methods. The results are validated in extensive exper-
iments using a realistic and accurate robot simulator
that has learned the dynamic model of the real robots.

1 Introduction

Navigation planning is one of the fundamental com-
putational problems in autonomous robot control. A
wide variety of navigation planning algorithms have
been developed and studied. Several textbooks, such
as [9], give systematic accounts of the navigation prob-
lem and possible solution methods.

While the computational properties of planning al-
gorithms, that is their correctness, their completeness,
the optimality of their results, and their time and
space complexity have been thoroughly investigated,
the problem of how to choose the right planning al-
gorithm for a particular application and parameterize
it optimally has received surprisingly little attention.

Consider, for example, navigation problems that
arise in autonomous robot soccer. In robot soccer
(mid-size league) two teams of four autonomous robots
play against each other. In order to make a particular
play, the robots of one team have to perform a joint
navigation task, given by a target position for each
robot. Thus to make competent plays the robots must
be capable of solving the following category of navi-
gation planning problems: given the current positions
of three robots, the field players, and their respective
target positions, compute a navigation path for each
robot such that when the three navigation plans are
executed concurrently the expected time for reaching

the goal configuration is minimal. Figure 1(a) depicts
4 a single robot navi-
\\A gation task in a typi-
2"\ cal game situation and
1[ the navigation plans pro-
m/r N

.
posed by different naviga-
tion planning algorithms.
The figure illustrates that
the paths computed by
the different methods are
qualitatively very differ-
ent. While one path is
longer and keeps larger
distances to the next ob-
stacles another one is
shorter but requires more
abrupt directional changes.
The performance that the
paths accomplish depends
on many factors that the
planning algorithms have
not taken into account
(see fig. 1(b)). These fac-
tors include whether the
robot is holonomic or not,
the dynamical properties
of the robot, the charac-
teristics of change in the
environment, and so on.
The conclusion that we
draw from this exam-
ple is that the choice

(a)

(b)
Figure 1: Single robot
navigation task in a typ-
ical robot soccer sce-
nario. Subfigure (a)
shows navigation plans
for one robot proposed
by different path plan-
ning methods. Subfig-
ure (b) shows the tra-

jectories that the robots
followed in a multi robot
scenario. The width of
the trajectory indicates
the robot’s translational
velocity.

of problem-adequate nav-
igation planning methods
should be based on em-
pirical investigations. In
this paper we develop
a method and software

tools for choosing the appropriate navigation planning
algorithms and parameterizations based on empirical
investigations. Because in many multi robot applica-
tions the navigation tasks are heterogeneous and there
are typical distributions of navigation tasks we develop
a feature language which allows us to classify naviga-
tion tasks along dimensions that challenge planning
methods. We will then explain how a robot can make
up classes of navigation tasks and choose the right
planning mechanisms for a given task.
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Figure 2: The figure depicts the operation of different cat-
egories of single robot navigation planning methods: the
circumnavigation (a), the shortest path (b), the poten-
tial field (c), and the maximum clearance path planning
method (d).

The main contributions of this paper are the fol-
lowing ones. First, a simulator that can learn the
dynamical properties of a given robot automatically.
Second, a feature language for characterizing naviga-
tion tasks. Third, a method for learning the relative
performance of a set of given algorithms for different
kinds of navigation tasks that occur in the application.
The remainder of this paper includes a classification of
multi robot path planning methods and gives a short
description of the planning algorithms used in our em-
pirical investigation (Sect. 2). Section 3 describes a set
of features that can be used to measure the character-
istics of multi robot navigation problems along certain
interesting dimensions. Section 4 summarizes the re-
sults of our investigation. We conclude with a review
of related work and a discussion of the results.

2 Multi Robot Navigation Planning

In a nutshell one can classify multi robot naviga-
tion planning methods into ones that plan the joint
navigation planning task such as [2, 11] who operate
in a combined configuration time-space and ones that
essentially decompose a multi robot navigation task
into single navigation tasks and merge and repair the
resulting plans in order to avoid conflicts with the nav-
igation plans of other robots [7].

In this paper we restrict ourselves to those multi
robot navigation planning methods that apply single
robot methods and integrate the results through plan
merging and plan repair afterwards. Thus in the re-
mainder of this section we will first introduce different
methods for single robot navigation planning (section
2.1) and then sketch different methods for merging
individual plans and repairing their negative interfer-
ences (section 2.2).

2.1 Single Robot Path Planning

Let us now introduce the path planning methods
that we will use in our subsequent experiments. We
categorize these methods according to the objectives
they try to maximize into four categories. We con-
sider methods that are based on attraction forces to
the destination, ones that try to minimize path length,
ones that consider a path as a sequence of circumnav-
igation steps, and ones that aim at maximizing the
clearance of the paths.

Potential Field Method. The basic idea of poten-
tial field navigation planning [5] is to assign to each
location in the environment a potential that results
from the superposition of an attractive force towards
the destination and repulsive forces caused by obsta-
cles. The navigation plan then is the steepest descent
path from the robot’s current position to its destina-
tion (fig. 2(c)). A drawback of the basic algorithm
is the possibility of local minima, which causes the
algorithm to return paths that get stuck in a local
optimum. These problems have been eliminated in a
number of extensions of the basic algorithm (see, for
example,[1, 15, 16]). The plans generated by poten-
tial field methods trade off safety, the distance to the
closest obstacles, and path length.

Shortest Path Method. Another class of planning
algorithms aim at minimizing the path length [10, §].
These algorithms tessellate the environment into small
grid cells and assign to each grid cell the length of the
shortest path to the destination (fig. 2(b)). This class
of planning methods have drawbacks in that they do
not have a notion of path curvature, which may result
in paths that require frequent changes of the robot’s
direction and speed. In addition, in their basic re-
alization the methods prefer paths that are close to
obstacles. This problem can be alleviated by either
artificially growing the obstacles or by viewing naviga-
tion as a Markov decision process [6] where the actions
have nondeterministic effects. The latter approach,
however, tends to yield computationally expensive so-
lution methods.

Circumnavigating Obstacles. The third class of
methods consider path planning as finding a sequence
of navigation actions that circumnavigate the obsta-
cles that intersect the straight line paths to the desti-
nations. This category of path planning methods in-
clude the viapoint method [14], fig 2(a) and the elastic
band algorithm (for dynamic obstacles) and visibility
graph planning [9] (for static obstacles). These meth-
ods sometimes cause problems when the starting and
target positions are too close to obstacles.
Maximizing the Clearance. This category of navi-
gation planning algorithms aim at the computation of
paths that keep maximal distance to the obstacles. A
well known member of this family is the Voronoi path
planning algorithm [9] that guides the robots on paths
that have equal distances to the closest obstacles. An-
other planning algorithm that aims at maximizing the
clearance in the face of moving obstacles is the maxi-
mum clearance planning algorithm used in [3] that we
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Figure 3: Several strategies for merging and repairing
multi robot navigation plans by combining single robot
navigation plans. Figure (a) depicts the waiting strat-
egy. Figures (b) - (d) depict different path repair strate-
gies including path revision through intermediate target
positions (b), through intersection point obstacle (c), and
robot obstacle (d).

use in our experiments as well. Due to the large aver-
age distance to obstacles the algorithms tend to pro-
pose paths that have a lower curvature than those pro-
posed by other algorithms at the cost that the paths
are becoming longer.

2.2 Plan Merging and Repair

After having detailed the algorithms for single robot
path planning we will now address the question of
how to combine the individual plans in order to ob-
tain a good performance on the joint navigation tasks.
In addition to the algorithms discussed in this sec-
tion, there exist a number of dynamic motion plan-
ning methods which consider the obstacles’ velocities
for plan merging. For example, Kant and Zucker [7]
propose an algorithm for navigation problems in dy-
namic environments that decomposes navigation plan-
ning into planning a collision free path with respect to
the static obstacles and then determines the velocity
along this path in order to avoid collisions with the
moving obstacles. Unfortunately the application of
such methods for planning in dynamic environments
requires predictive models of the obstacles’ motion,
which in the RoboCup application cannot be provided
for the robots of the opponent team because of fre-
quent, abrupt, and unpredictable changes in the speed
and orientation of their movements.

Waiting. Simply combining the paths computed by
each robot without taking further precautions entails
the danger that two robots might collide if their paths
intersect. The simplest fix is to let one robot wait
when two robots are to reach an intersection at about
the same time until the other robot has crossed the
intersection (see figure 3(a)). One can make this strat-
egy smarter by assigning priorities to the different
robots, such that the robot with the more urgent task

can go first. [4] assigns higher priority to a robot that
can drive on a straight line.

Path Replanning. The remaining methods try to
revise the individual plans such that no negative in-
terferences will occur. Again we assign priorities to
the robots according to the importance of their navi-
gation tasks and ask the robots with lower priority to
revise their plans to avoid conflicts with the paths of
the higher priority robots. We have considered three
different methods for path revision. The first one mod-
ifies the path by introducing additional intermediate
target points. The second one hallucinates additional
obstacles at the positions where collisions might oc-
cur. The third one simply considers the other robot
at its respective position as a static obstacle.
Defining Temporary Targets. One way to avoid possi-
ble collisions is to constrain a path by specifying addi-
tional intermediate target points. A natural constraint
to impose on the path of the lower priority robot is
that it is to intersect the path of the other robot be-
hind the robot. This can be easily accomplished by
setting an additional intermediate target point behind
the robot with the higher priority (fig. 3(b)). The dis-
advantage with respect to the waiting strategy is that
the path of side stepping robot becomes longer. The
advantage with respect to the waiting strategy is that
the side stepping robot can keep a better dynamical
state, that is it does not have to stop.

Inserting New Obstacles. Another alternative for path
revision is the insertion of additional artificial obsta-
cles at the problematic path intersections. In this so-
lution the robot with the lower priority hallucinates
an obstacle at the intersection position and therefore
plans a path around the critical area. The success of
this path replanning technique depends on a compe-
tent placement of the intermediate target points. Fig-
ure 3(c) shows the insertion of an additional obstacle
at the intersection point. Figure 3(d) repeatedly in-
serts the additional obstacles at the current position
of the higher priority robot. However, both insertion
tactics have drawbacks in that they might cause the
robot to repeatedly replan or cause paths with unnec-
essarily high curvature.

3 Characterizing Multi Robot Naviga-
tion Problems

We have seen that a large variety of different sin-
gle robot navigation planning and plan merging meth-
ods exist, that these methods have different strengths
and weaknesses, and that they make different assump-
tions about the navigation problems at hand. This ob-
servation suggests that we need a language in which
we can describe the characteristics of navigation prob-
lems in a given robot control application and use these
characteristics to select the appropriate new planning
method.

In our investigations we will use 7 different features
(see fig. 4). These features are: (1) the number of in-
tersections between the line segments that represent
the navigation tasks, (2) the size of the bounding box
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Figure 4: Visualization of navigation task features that
are used for classifying navigation tasks.

of the navigation tasks, (3) the minimal linear dis-
tance between different starting positions, (4) the min-
imal linear distance between different target positions,
(5) the minimal distance between the line segments
that represent the navigation tasks, (6) the maximum
length of the linear distances of the individual navi-
gation tasks, and (7) the number of obstacles in the
bounding box of the joint navigation task.

The number of intersections between navigation tasks

gives us a measure of the expected complications caused
by negative interactions of the individual navigation
tasks. The size of the bounding box, the minimal lin-
ear distances between different starting positions as
well as target positions is intended to provide us with
a measure of crowdedness caused by the individual
navigation tasks. Navigation tasks with line segments
that are close to each other can be expected to re-
quire a higher degree of synchronization. The maxi-
mum length of the linear distances of the individual
navigation tasks gives us a crude measure of the ex-
pected duration of the joint navigation task. Finally,
the number of obstacles in the bounding box of the
joint navigation task should be correlated with the
necessary jinks.

4 An Empirical Investigation in Robot
Soccer

After having introduced different navigation strate-
gies and a language for characterizing multi robot nav-
igation problems we will now try to assess the strengths
and weaknesses of the different methods in a particular
application: autonomous robot soccer. We will do so
by first describing a simulation tool that enables us to
collect the necessary amount of realistic data, second
making a simple quantitative comparison with respect
to the average performance of the individual methods,
third, trying to find clusters of navigation tasks within
the navigation tasks in the application that the indi-
vidual methods solve well or poorly. Finally, we use
that learned characterization of the kind of navigation
problems that a method solves well in order to choose
the navigation strategies in problem specific ways. We
will show that such a deliberating navigation planner
outperforms the individual methods that it uses.

4.1 A Learning Simulator

Comparing the performance of different multi robot
path planning algorithms requires an accurate model
of the robots’ dynamics, as well as controllability and
repeatability of experiments. For this reason we have

developed a tool that simulates how the dynamical
state of the robot changes as the robot’s control sys-
tem issues new driving commands such as setting the
target translational and rotational velocities.

The dynamical state of the robot is summarized as
a quintuple ¢ = {z,y, ¢, Vir, Vrot), where z and y are
coordinates in a global system, ¢ is the orientation
of the robot and V4, and V,,; are the translational
and rotational velocities. The robot control system
issues driving commands that can be represented as
a tuple & = (Vip, Viot), where Vi (Vo) denotes the
translational (rotational) target velocity.

The dynamical model used by the simulator is ac-
quired by learning the mapping A : (; X & — (i1
from experience, that is recorded data from real robot
runs. Our simulator learns this mapping using a sim-
ple multi layer neural network and supervised learning
with the RPROP algorithm [13]. In a net driving time
of more than five hours we have executed a wide vari-
ety of navigation scenarios that correspond to soccer
plays. In these scenarios we have recorded the com-
mand state pairs at a frequency of 10Hz. We have
collected a total of more than 10000 training patterns.
The accuracy for navigation tasks (including acceler-
ation) is around 99%, although we haven’t yet per-
formed extensive and detailed statistical tests. The
accuracy decreases to about 92% in situations where
both velocities, the translational and rotational one,
are changed abruptly at the same time. These inaccu-
racies are caused by the lack of representative training
patterns as well as the high variance in navigation be-
havior with maximal acceleration.

4.2 Comparative Experiments

Because we are inter-
ested in RoboCup we set

potential Us
fidd =

e 7 » the number of obstacles to
s m = 4 (which is the team
., size of the mid size league).
: We carry out experiments

with n = 3 robots (result-
ing from 3 field players in
RoboCup). All our exper-
iments underlie the same
randomly generated situa-
tions: A robot starts at a
randomly defined position in its configuration space
and needs to get to an also randomly defined target
position. The obstacles move linearly from one ran-
domly generated start point to a randomly defined
target. If an obstacle reaches its target a new target
is defined immediately. Obstacles move with a ran-
domly chosen but constant velocity from one point to
another. Figure 5 pictures the mean value and the
standard deviation of the time resources required to
complete a joint navigation task using different plan-
ning methods. The data for the statistics was acquired
by performing 1000 randomly chosen navigation prob-
lems. The results show that based on the empirical
data we cannot determine a single method that out-

Figure 5: Mean values
p and standard devia-
tion (in seconds) of the
compared algorithms.



performs the other ones in a statistically significant
way. This suggests that we should try to identify spe-
cializations of the navigation problems for which one
planning method outperforms the other ones. We will
look at this problem in section 4.3.

4.3 Predicting the Performance of Plan-
ning Methods
A natural way for encoding a predictive model of
the expected performance of different navigation plan-
ning methods in a given application domain is the
specification of rules that have the following form:

fei AN Aey,
then fastest-method({(srpm,prm ))

In this rule pattern the ¢;s represent conditions over
the features that we use to classify navigation prob-
lems (see section 3). The then-part of the rule asserts
that for navigation problems that satisfy the condi-
tions ¢; the combination of the single robot planning
method srpm together with the plan repair method
prm can be expected to accomplish the navigation task
faster then any other combination of single robot plan-
ning and plan repair method.

The advantage of a predictive model that consists
of such rules is that it can be learned automatically
by decision tree learning [12]'. We obtain the data set
that is necessary for the learning task in the following
way.

1. generate a random navigation task from a given
distribution of navigation tasks and compute the
feature vector (f1,...f7) of the navigation task.

2. solve the navigation task with each combination
(srpm,prm) of the single robot planning meth-
ods and plan repairs to be investigated.

3. store the data record (fi,...f7, f) where f is the
combination of single robot planning methods
and plan repairs that achieved the best perfor-
mance in the data set that is used for learning
the decision tree.

Using this data collection method we have collected
a training set of 1000 data records and used it for de-
cision tree learning. From this training set the C4.5
algorithm with standard parameterization and subse-
quent rule extraction has learned a set of 10 rules in-
cluding the following two:
1. if there is one intersection of the navigation problems
A the navigation problems cover a small area (< 10.7m?2)
A the target points are close to each others (< 1.1m)

A the starting/target point distances are small (< 5m)
then fastest-method({potential field,temp. targets))

2. if there is no intersection of the navigation problems
A the navigation problems cover a medium area

A the distance between target points is moderate

then fastest-method({max. clearance,temp. targets))

The first rule essentially says that the potential field
method is appropriate if there is only one intersection
and the joint navigation problem covers at most one

1For our experiments, we have used the public domain ver-
sion of Quinlan’s C4.5 algorithm

fourth of the field, and the target points are close to
each others. This is because the potential field algo-
rithm tends to generate smooth paths even for clut-
tered neighborhoods. The second rule says that for
typical size navigation problems where the navigation
problems do not intersect, the maximum clearance
method performs well. The rationale of the second
rule is the maximal clearance causes the individual
robots to take similar paths and therefore it becomes
more likely that the robots pass the intersection area
at the same time.

The accuracy of the ruleset for predicting the fastest
navigation method is about 50% both for the training
and the test set. A substantially slower algorithm was
chosen only in very few cases. The inaccuracies of the
rules have several reasons. First, the feature language
as it has been introduced is not yet expressive enough.
We expect that the accuracy of the rules can be sub-
stantially increased by adding additional features such
as the angle between the robot’s current orientation
and the direction to the target position. Second, in
many navigation problems different methods achieved
almost the same performance. In those cases we only
selected the best one even when the margins where
very narrow. QObviously, these data records are very
noise sensitive. Third, in many runs collisions were
caused by dynamic obstacles and have caused robots
to get stuck. These runs resulted in outlier results
that are not caused by the planning methods. Thus,
for higher accuracy those runs have to be handled dif-
ferently.

The conclusions that we draw from this experiment
are that even with crude feature languages, without
sophisticated data transformations and outlier han-
dling a robot can learn useful predictive models for
the performance of different navigation methods in a
given application domain.

4.4 A Hybrid Navigation Planner

An obvious idea for exploiting the predictive model
that we have learned in section 4.3 is the implementa-
tion of a hybrid method navigation planner that uses a
set of navigation methods and picks for every naviga-
tion problem the navigation method that is proposed
by the decision tree. Thus for the next experiment we
have implemented such a hybrid navigation planner
and compared its performance with the performance
obtained by the individual navigation methods.

We have performed a bootstrapping t-test based on
1000 different joint navigation tasks in order to em-
pirically validate that the hybrid navigation planner
performs better than the individual planning meth-
ods that we are using. Based on these experiments we
obtained a 99.9% confidence in the test set (99.9% in
the training set) that the hybrid method outperforms
the potential field method (with its respective parame-
terization). The respective probabilities for the short-
est path method are 99.9% (99.9%), for the maximum
clearance method 99.84% (99.71%), and for the vi-
apoint method 96.25% (94.62%). This means that



Mean time values of 1000 training and 1000 test problems
Algorithm TRAIN TEST
p/sec | significance level || u/sec significance level
P(,U/tree < ,LL) P(,Utree < ,U')

Simple Potential Field || 15.49 99.99 % 15.92 99.99 %
Shortest Path 13.36 99.99 % 13.14 99.99 %
Maximum Clearance 12.35 99.71 % 12.31 99.84 %
Viapoint 12.14 94.62 % 11.95 96.25 %
Decision Tree 11.64 50.00 % 11.44 50.00 %

Table 1: Results of four evaluated algorithms and the trained decision tree. The significance level is based on a t-test.

our hypothesis that the hybrid planner dominates the
other planning methods could be validated with sta-
tistical significance (> 95%).

5 Conclusions

In this paper we have shown that in complex multi
robot navigation planning domains it is extremely dif-
ficult to predict the performance of different kinds of
planning methods. This is because the different plan-
ning methods make different kinds of assumptions.
The maximum clearance method, for example, assumes
that it is better to keep larger distances to the ob-
jects and follow a longer path with higher speed, on
the other hand, the circumnavigation methods assume
that it is better to pass obstacles at a closer distance.
This, however, requires the robot to have more ac-
curate control over its dynamics, for example to be
equipped with an omnidirectional drive. Therefore, it
is unclear for most application domains to which de-
gree the navigation tasks match the assumptions of the
different methods. Even worse, yet within a single ap-
plication domain we can identify classes of navigation
problems for which the algorithms’ suitability varies.

In this paper, we have therefore proposed to se-
lect problem-adequate navigation planning methods
based on empirical investigations, that is the robots
should learn by experimentation to use the best plan-
ning methods. To support this development strategy
we have provided a feature language for classifying
navigation problems and software tools that enable the
robots to automatically learn predictive models for the
performance of different navigation planning meth-
ods in a given application domain. We have shown,
in the context of robot soccer, that a hybrid plan-
ning method that selects planning methods based on
a learned predictive model outperforms the individ-
ual planning methods. The results were validated in
extensive experiments using a realistic and accurate
robot simulator that has learned the dynamic model
of the real robots.

Even though these results are conclusive we expect
that the performance can be substantially improved
by using a more sophisticated feature language for
the classification of navigation problems and by de-
vising more sophisticated preprocessing methods for
the data elements used for learning. In particular, we
would expect that a competent module for rejecting
outliers would reduce the deviations in the data sub-
stantially and improve the predictability drastically.

These extensions of our basic framework are subject
of our future investigations.
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